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**Background**: The log-structured merge (LSM) tree is a disk-based data structure that is highly write-optimized, and thus, widely used in modern NoSQL-based key-value stores [1,2]. However, deletes in LSM-trees are realized *logically*, i.e., via logical invalidation of target entries without physically deleting them from the database. Logical deletes affect the performance of LSM-trees adversely [3]. Particularly, deleting entries under a given range of keys is challenging, and it comes at a cost of high read amplification and increased CPU utilization [4]. A state-of-the-art implementation of range deletes in LSM-engines requires an in-memory timestamp-driven map for the keys logically invalidated at different time instants. Maintaining and updating this range deletion map incurs CPU overheads. More importantly, in presence of range deletes, the read performance of LSM-trees suffers significantly. This is because the result returned by a point or range query must be verified against the range deletion map to ensure consistency. This slows down queries and may increase the I/O cost for reads.

**Objective**: In this work, we will take RocksDB as the LSM-engine of our interest and study its implementation of range deletion.

1. Step 1: Understand the implementation of range deletes in RocksDB.
2. Step 2: Measure the “cost of ensuring consistency” in presence of range deletes in terms of point and range read throughput.
3. Step 3: Measure the I/Os spent to read data that is logically invalidated by a range deletes.
4. Step 4: Measure the memory footprint of the range delete map and the CPU cycles spent to ensure data consistency,
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